
David Breen and Ross Whitaker, ``A Level-Set
Approach for the Metamorphosis of Solid Models,’’
IEEE Transactions on Visualization and Computer
Graphics, Vol. 7, No. 2, pp. 173-192, April-June 2001.



A Level-Set Approach for the Metamorphosis of Solid

Models

David E. Breeny Ross T. Whitakerz

yComputer Graphics Laboratory
MS 348-74

California Institute of Technology
Pasadena, CA 91125
Tel (626) 395-2866
FAX (626) 793-9544
david@gg.caltech.edu
corresponding author

zSchool of Computing
4540 Merrill Engineering Building

University of Utah
Salt Lake City, UT 84112-9205

Tel (801) 587-9549
FAX (801) 581-5843
whitaker@cs.utah.edu

October 30, 2000



Abstract

This paper presents a new approach to 3-D shape metamorphosis. We express the interpolation of two

shapes as a process where one shape deforms to maximize its similarity with another shape. The process

incrementally optimizes an objective function while deforming an implicit surface model. We represent the

deformable surface as a level set (iso-surface) of a densely sampled scalar function of 3 dimensions. Such

level-set models have been shown to mimic conventional parametric deformable surface models by encoding

surface movements as changes in the greyscale values of a volume dataset. Thus, a well-founded mathe-

matical structure leads to a set of procedures that describes how voxel values can be manipulated to create

deformations that are represented as a sequence of volumes. The result is a 3-D morphing method that o�ers

several advantages over previous methods including minimal need for user input, no model parameterization,

exible topology, and sub-voxel accuracy.

Index Terms: Level set method, morphing, solid model, distance function, animation, volume graphics,

optimization, deformable model



1 Introduction

Shape metamorphosis is a process where an object continuously changes its own shape into the shape of

another object. Within the computer graphics community morphing (the vernacular for metamorphosis) has

been used frequently for special e�ects in movies, advertising, and entertainment. Image morphing takes a

2-D image of an object and transforms the appearance of that object into the appearance of another object,

with the goal of producing natural-appearing, or at least sensible, intermediate images. Three-dimensional

morphing or shape morphing involves smoothly changing the model of one object into the model of another

object. Shape morphing algorithms have been developed for both surface models and volumetric models.

The surface model algorithms transform the surface patches (usually polygons) of the source model into

the surface patches of the target model. The volume-based morphing algorithms represent 3-D objects as

volumes and manipulate the voxel values of volumes in order to make one object become another. Volume

datasets needed for this process may be acquired directly from 3-D scanning devices, such as MRI or CT,

or they may be generated via 3-D scan conversion of solid geometric models.

Despite the increased complexity and computation time associated with morphing 3-D shapes rather than

2-D images, shape morphing does have some distinct advantages. First, image morphing is directly tied to

the views of the two input images. Any morphing e�ect must be based only on the information available in

the two images. This prevents the animator from making camera, lighting or shading changes during the

morph. If the morph is performed with 3-D techniques, the animator is provided with much more exibility

in presenting the results of the morph. Once a sequence of transforming models has been generated, the

animator may experiment with a variety of camera angles and motions for viewing the models. The scene's

global lighting and shading parameters may also change during the morph. A second advantage is that a

3-D morph ensures that the resulting rendered images represent continuous sequence of actual 3-D shapes.

In image morphing, maintaining the 3-D feasibility of the intermediate images is the responsibility of the

user, i.e., care must be taken to make sure intermediate images represent pictures of feasible objects rather

than a fuzzy mixture of ghost-like objects.

One disadvantage of 3-D morphing is that it requires two 3-D models. It is not always possible to acquire

accurate models of the objects that one wishes to morph, e.g., a sequence of familiar faces. At present,

digital photographs of real objects tend to capture more visual detail than 3-D models of the same. Despite
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this, there is a class of morphing problems, for which 3-D models exist or are easily obtainable, which lend

themselves to the application of shape morphing.

In order to compare the adequacy of di�erent approaches to 3-D shape morphing, we have identi�ed several

desirable aspects of a 3-D morphing technology. These properties are:

1. The transition process should begin with a source surface and end with a speci�ed target surface.

2. Intermediate surfaces should undergo continuous 3-D transitions (rather than continuity only in the

image space).

3. The morphing algorithm should apply to a wide range of shapes and topologies.

4. A 3-D morphing algorithm should incorporate user input easily but should degrade gracefully without

it.

5. Transitional shapes should depend only on the surface geometry of the two input shapes and user

input.

These requirements are not exhaustive, but they capture many of the practical aspects of 3-D morphing.

In this paper we present a new approach to 3-D model morphing. We employ an active deformable surface

which starts at the source shape and smoothly changes into the target shape. This deformation process is

described by the optimization of an objective function that measures the similarity between the target and the

deforming surface. We represent the deformable surface as a level set (iso-surface) of a densely sampled scalar

function of 3 dimensions. The sampling produces a regularly-spaced rectilinear volume dataset. Such level-set

models [37, 41] have been shown to mimic conventional parametric deformable surface models by encoding

surface movements as changes in the greyscale values of the volume. A well-founded mathematical structure

leads to a set of procedures that describes how voxel values can be manipulated to create deformations in

the level sets. The result is a voxel-based modeling technology that o�ers several advantages over previous

methods, including support for a wide range of user input, no need for parameterization, exible topology,

and sub-voxel accuracy. This paper describes the application of this technology to 3-D surface morphing.

This work, as with several other volumetric morphing techniques [11, 26], is based on the image morphing

strategy, and consists of two distinct steps. The �rst step is a global, geometric warping, which utilizes a
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Warp Blend

Warp and Blend

Figure 1: Shape morphing, like image morphing, can be described as a warping combined with a blending.

coordinate transformation that maps the source model into approximately the same shape and orientation

as the target model, as shown in Figure 1. This coordinate transformation can take a variety of di�erent

forms, but the literature has shown that a rigid transformation combined with a non-rigid, spline-based,

coordinate map is quite e�ective. The non-rigid transformation is usually determined by a set of user-

de�ned correspondences (i.e., �ducials) between the source image/volume and the target. The second step is

a blending that completes the morph by ensuring that any discrepancies that remain in the images/volumes

after the warping are gradually removed over the course of the morphing process. In image morphing

and volumetric shape morphing, the blending step is usually achieved by a simple linear interpolation, or

cross-dissolve, of the two images/volumes. The warping stage of image/volume morphing has been studied

extensively by other researchers, and our work primarily focuses on developing a superior method for the

blending stage, one which reduces the amount of user input required to produce an acceptable morphing

result. Indeed, the proposed level-set approach to shape metamorphosis will produce a reasonable morph

with virtually no user input. Given this technology, user input can be incorporated in an incremental fashion

starting with a minimal amount and proceeding with progressively more until a satisfactory result is achieved.

Our morphing approach consists of several stages. First, the source and target objects are de�ned, with
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Constructive Solid Geometry (CSG) models in our examples. The models are scan converted into 3-D

distance volumes (a signed distance transform), where the shortest distance to the solid model is stored at

each voxel. We use the sign convention that distance is positive inside the object, and negative outside the

object. A level-set model is �t to the zero level set of the source model distance volume. A coordinate

transformation provides a mapping from every point in the domain of the level-set model into the distance

volume of the target model. This is the warping step. The level-set model is then allowed to deform using

the signed distance transform of the target model. Each point on the source surface moves in the direction

normal to the surface at that point with a velocity proportional to the signed distance transform of the

target object at that point in 3-space. This process is the blending step of the 3-D surface morph. At

user-de�ned time intervals the level-set model is converted into a polygonal model. This model is expressed

in the coordinate system of the source model. Therefore the coordinate transformation is incrementally

applied, as a function of time, to the sequence of polygonal models, which are then rendered to produce the

frames of the morphing animation.

In general, an animator controls the morph by de�ning how the models overlap, using a variety of coordinate

transformations. This can include rigid transformations, scalings, and non-rigid transformations determined

by sets of user-de�ned �ducials. Our current implementation also provides an automated mechanism for

determining rotation, translation, and non-uniform scaling, and thereby o�ers the option of a totally auto-

matic morphing algorithm. The system accomplishes this by overlaying the centroids of the two models,

aligning their principal axes, and non-uniformly scaling along these axes. The surface of the level-set model

only moves in those areas where the target and the source surfaces are not brought perfectly together by

the coordinate transformation. The portion of the level-set model which is outside of the target model will

shrink, while the portion inside the target model will expand to become the �nal shape.

The level-set approach to 3-D model morphing provides several advantages over other 3-D morphing algo-

rithms. Level-set models are active; their underlying motion is de�ned algorithmically rather than interac-

tively, guaranteeing that the source shape will become the target shape, given that both models initially

overlap. The amount of user input required to produce a morph is directly proportional to the amount of

control the animator wishes to impose on the process. The animator may allow the system to automatically

generate the morph, or he/she can employ a full 3-D warping to describe the morph, with the level sets

simply providing a small �ne-tuning of the surface. Any intermediate amount of user input will produce a
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reasonable morph. Because level-set models do not rely on any kind of parameterization, they do not su�er

the problems of parametric surfaces, e.g. a limited set of possible shapes and the need for reparameterization

after undergoing signi�cant changes in shape. This lack of parameterization, along with no direct represen-

tation of topological structure, allow level-set models to easily change topology while morphing. The model

can \split" into pieces to form multiple objects. Conversely several disjoint objects may come together to

make a single object. Finally, both the scan conversion and deformation stages of our morphing approach

produce models with user-de�ned sub-voxel accuracy. This provides a exible time-quality trade o� and

generates superior results at low volume resolutions as compared to previous work.

The remainder of the paper proceeds as follows. The next section describes related morphing work. The

section following that describes the novel aspect of our method|shape interpolation based on the optimiza-

tion of a similarity function using level-set models. It is followed by a discussion of general properties and

numerical methods. Section 6 describes all stages of our morphing approach. The paper closes with three

morphing examples, conclusions, and some thoughts on future work.

2 Related Work

In recent years numerous 3-D morphing algorithms have been reported in the literature. These algorithms

generally fall into two categories, surface-based approaches and volume-based approaches. The former pri-

marily consists of those methods that continuously change one polygonal surface into another. Volumetric

methods modify the voxel values of a volume dataset in order to smoothly transform the object de�ned

by the volume from a source shape into a target shape. A third class of algorithms involves morphing im-

plicit models, either by transforming the underlying structure of \blobby" models [14], or by creating higher

dimensional interpolating implicit functions [39].

Kent et al. [23] described the fundamentals for morphing 3-D polygonal surfaces. The �rst step is to create a

single topological description of vertices, edges and faces, which contains the combined topological structure

of both the source and target surfaces (the correspondence phase). The vertices of the structure are then

interpolated between their position on the initial surface to their position on the target surface to create the

morphing result. Parent [31] presents an improved technique for establishing vertex and edge correspondences

when creating the combined topological structure. Chen et al. [9] applied the same approach to polygonal
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surfaces de�ned in cylindrical coordinates. Kanai et al. [21] use harmonic maps to de�ne the correspondences

in the combined topological structure. Lazarus and Verroust [24] do not build a common adjacency graph,

but instead create a common parameterized mesh during a sampling process. Gregory et al. [17] present a

method to assist the user in de�ning these correspondences. Lee et al. [25] apply many of these surface-

based methods to morphing multiresolution meshes. Rossignac and Kaul [22, 34] introduce the notion of

an interpolating polyhedron, an application of mathematical morphology to face sets. They also describe

a user control methodology based on a Bezier curve paradigm. DeCarlo and Gallier [12] demonstrate that

it is possible (with signi�cant e�ort) to morph polygonal models of di�ering genus. Surface-based methods

are important because of the wealth of polygonal models available to animators, but they are burdened

with the di�cult task of creating a single topological structure which can represent the source and target

surfaces. While it has been shown that changing the genus of a morphing polygonal surface is possible, for

example from a sphere to a torus, it can be a di�cult and tedious process which requires signi�cant user

input. Another troubling feature of surface-based methods is the problem of self-intersection. These methods

cannot guarantee that polygonal surfaces will not pass through themselves, creating physically nonsensical

intermediate results.

Embedding the morphing surfaces in volumes alleviates these problems. Hughes [19] demonstrates how

volumes can be used to create a morph between objects of di�erent genus. The approach involves linearly

interpolating the Fourier transforms of the volumes. A schedule is used during interpolation which �lters

out the high frequencies of the initial volume, while interpolating the low frequencies of both volumes, and

gradually adds the high frequencies of the target volume. He et al. [18] propose a similar approach using

wavelets to control the high-frequency artifacts. They also developed methods that allow the user some

control of the interpolation by establishing explicit correspondences between the volumes. Lerios et al.

[26] describe a morphing method which is a 3-D extension of Beier and Neely's [4] 2-D (image) morphing

technique. The �rst step is to apply a user-de�ned geometric warp to the source object in order to deform it

into approximately the same shape as the target object. This step allows the user to specify corresponding

features on the two objects. The second step interpolates the values between matching voxels in the (warped)

source and target volumes. Chen et al. [10] propose disk �elds as a superior instrument for specifying the

warps needed for this kind of 3-D morphing. Payne and Toga [32] describe a method for changing one

volumetric model into another by interpolating the distance �elds generated from the two volumes. A

distance �eld, or distance volume, is a volume dataset where the value stored at each voxel is the shortest
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distance to the surface of the object being represented by the volume. Cohen-Or et al. [11] improve upon

this approach by including a two-part warping step that calculates a rigid transformation and an elastic

warping based upon user-supplied anchor points. This extra step approximately aligns the target and �nal

objects, and provides signi�cant user control to the overall morphing process.

The proposed volume-based morphing technique shares many of the advantages of previous volume-based

methods. It can easily morph objects of di�erent genus. It is not burdened with the di�cult vertex/edge/face

book-keeping of surface methods, and surfaces cannot pass through each other. Additionally, our method

provides a novel blending/interpolation mechanism that will not produce the ghosting or spontaneous gen-

eration of new objects which is possible when simply interpolating voxel intensity or distance values (for

example, see Figures 4, 5 and 6). Our method does not require user input to produce a reasonable morph,

but can easily incorporate previously published warping techniques to provide a wide range of animator

control. Finally, because we calculate the distance transform to sub-voxel accuracy, and e�ectively track a

deforming surface within voxels our results do not produce the aliasing artifacts commonly found in other

distance-based, volumetric approaches.

3 Metamorphosis As A Goal-Driven Process

Morphing strategies may be built upon any number of underlying principles. For instance, surface meta-

morphosis could consist of a sequence of time slices from a four-dimensional manifold which optimizes some

space-time criteria [39]. The proposed strategy for object metamorphosis is based on yet another principle:

shape metamorphosis is the process by which one object seeks to resemble another. This philosophy raises

two questions. First, what is the metric by which we can quantify the similarity of two objects? Second,

what is the process by which one object seeks to optimize that metric? This paper shows that even very

simple answers to these two questions produce very powerful algorithms for shape metamorphosis, with a

great deal of opportunity for future enhancement and re�nement of the resulting algorithms.

In order to create a very general algorithm for metamorphosis, we work with a very general notion of a

surface. Consider an open set 
A � IR3, which is the source object, and a target 
B � IR3. The source,


A, is enclosed by a surface SA = @
A, and likewise SB = @
B . We require that the objects be compact

and lie in some �nite domain U � IR3. Notice that we do not require any speci�c connectivity or topology,
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which means that each object could consist of a set of disconnected pieces (each with any number of holes)

all sitting in U .

We propose a very simple metric for comparing two shapes that maximizes the volume shared by the interiors

of the two objects. First de�ne an inside-outside function for the target, B : IR3 7! IR for 
B , such that

B(x) = 0 8 x 2 SB

B(x) > 0 8 x 2 
B

B(x) < 0 otherwise :

(1)

The inside-outside function B can be used to quantify the extent to which an intermediate object 
t overlaps

with the target, 
B , with the volume integral

M
B ;
t
=

Z

t

B(x)dx: (2)

Notice, this integral achieves its maximum,


m = argmax

t

�Z

t

B(x)dx

�
(3)

when 
m = 
B , because in that case the integral includes all of the positive parts of B and none of the

negative parts.

We can compute the �rst variation of this metric with respect to 
t by noting that incremental changes in

the object shape can be expressed in terms of the surface that encloses it:

Z

t+d
t

B(x)dx =

Z

t

B(x)dx +

Z
St

B(x)�(x) �N(x)dx; (4)

where N : St 7! S3 is the surface normal, which is a mapping from every point on the surface to the unit

sphere. Di�erentiating with respect to � gives the �rst variation [13] with respect to surface position:

dM = B(x)N(x): (5)

Using the �rst variation from Equation 5 and a hill climbing strategy, we obtain the surface motion, de�ned

for each surface point, that minimizes our similarity metric:

ds

dt
= B (s(t))N (s(t)) 8 s(t) 2 St: (6)

This equation states that each point on the surface St moves at each time step dt in the direction of the
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surface normal N (s(t)) with a step size proportional to the value of the value of the inside-outside function

B (s(t)) at the point location.

4 Properties

This section describes the properties of the solutions of the partial di�erential equation given in (6). For this

paper, we examine the case of simple, closed, surfaces, but the results easily generalize to more complicated

surfaces. In this section we systematically show that if the initial and target objects overlap, the �nal solution

of the metamorphosis will be identical to the target.

4.1 Steady-State Solution

We begin by examining properties of the steady-state solution of Equation 6, which is the surface St such

that @s(t)=@t = 0 for all s 2 St. Thus, for steady state, which we denote S1,

B(x)N(s) = 0) B(s) = 0 8s 2 S1: (7)

The inside-outside function for the target, B , has the property that

B(x) = 0 , x 2 SB : (8)

Thus, we can conclude S1 � SB . From this it follows that if S1 is compact and closed, it must have one of

two forms:

1. S1 = ;,

2. S1 = SB .

The �rst case is trivial, because there are no points on S1 to violate the condition given in (7). The second

case follows from the fact that simple, closed, connected surfaces have no proper subsets that are also closed

surfaces. Thus
S1 � SB and S1 closed ) S1 = SB: (9)

Also, because the �rst variation of the metric M
B ;
t
is zero only where St = SB , it achieves its maximum

for that solution with 
t = 
B .
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Figure 2: In order to see that overlapping models converge we can divide the model 
t into two parts
separated by a stationary boundary; one part contracts to annihilation while the other expands until it is
equal to the target.

Another important aspect of the algorithm is that a component of the source that overlaps with a component

of the target will deform in such a way that it takes on the shape of that target component.1 This follows

from the fact the metric M
B ;
t
can be decomposed into two parts (as in Figure 2):

M
B;
t
=Mi


B ;
t
+Mo


B ;
t
=

Z

i
t

B(x) +

Z

o
t

B(x); (10)

where 
i
t = 
t \ 
B and 
o

t = 
t �
i
t � SB . In this case the �rst variation produces a pair of deformable

surfaces that share a boundary along 
t\SB . The exterior model remains on the exterior of SB and contracts

(increasing the value of Mo) until it collapses into itself along SB and the value of Mo reaches zero. The

interior model expands, cannot pass into the exterior of SB , and increases the value of Mi at a rate

@Mi

@t
=

Z
Sit

B(x)dx: (11)

1A target object may consist of several, disjoint components.
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Because B(x) is nonnegative on the interior of the target, 
B , the metric does not stop increasing (and

thus the surface keeps moving) until the surface reaches its steady state, i.e., B(x) = 0 8 x 2 Sit . Thus,

if a source component overlaps with a target component, the resulting morph does not terminate until it

reaches the shape of the target.

4.2 Strategy

This formulation suggests a strategy for shape metamorphosis: construct a family of objects 
t (with a

corresponding St), with 
tjt=0 = 
A that evolve according to a hill-climbing strategy, and maximize M. If

properly initialized (i.e., all of the components of 
B have some overlap with 
A) then the deformation will

seek the global maximum, which is the target 
B .

The intermediate shapes contained in 
t depend, of course, on the choice of B . In order to avoid numerical

di�culties and to avoid discontinuities in the solution, B should be continuous.2 Furthermore B should

reward shapes that are similar to the target but o�set by some small distance. That is B should carry

information about the shape of the surface into 3-D so that shapes tend to \look like" the target as they get

nearer. This suggests that a natural choice of B is the signed distance transform [2, 5] of the target surface

SB or some monotonic function thereof. Thus, if we let DB : U 7! IR be the signed distance transform,

B(x) = f (DB(x)), where f(0) = 0 and f 0(a) > 0. By tuning f one can control the way the metamorphosis

behaves when intermediate surfaces are far from the target. If f(a) = a, then St contracts or expands with

a magnitude that depends on the signed distance to the target.

As it stands this process is a \low-level" approach to shape metamorphosis, which can form continuous

deformations for shapes that are somehow \close" in their initial shapes. As described in the introduction, this

low-level process is meant to address the blending stage of 3-D metamorphosis|it is meant to be combined

with a higher-level process which accounts for \semantic" aspects of shape correspondence. Incorporating

user input is important for any shape morphing technique, because in many cases �nding the best set of

transition shapes depends on context. Only users can apply semantic considerations to the transformation

of one object to another. Our assertion, however, is that this underlying coordinate transformation can

achieve only some �nite similarity between the \warped" source model and the target, and even this may

2In general signed distance transforms are C0 continuous, but not C1 continuous.
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require a great deal of user input. In the event that a user is not able or willing to de�ne every important

correspondence between two objects, some other method must \�ll in" the gaps remaining between the source

and target surface. We propose the use of deformable level-set models, to achieve a continuous transition

(blending) between the shapes that result from the underlying coordinate transformation.

This higher-level information a�ects the blending process through a 3-D coordinate transformation, T . T

maps a point x in the coordinate system of the source 
A into the coordinate system of the target 
B .

As described in the introduction, this transformation is meant to be quite general; it can accommodate

a wide range of global deformations. However, if the blending is su�ciently powerful and can adequately

deal with signi�cant shape discrepancies (after the coordinate transformation), only a crude alignment of

the source and target is necessary. The coordinate transformation enters into the deformation process

through the term B ; which quanti�es the proximity of one surface to another by means of the distance

transform. If we express the distance transform for the target in coordinates of the target, then we have

B(x) = f (DB (T (x))). Alternatively one could resample the distance transform of 
B in the coordinate

system of 
A, i.e., 
0
B(x) = B (T (x)).

5 Level-Set Models

In practice, the strategy of shape metamorphosis by surface deformations described in the previous section

must be computed using some speci�c surface representation. Ideally, we would like the surface representation

to be as general as the underlying theory. For this we use the method of level-set models [37], which is

a technique for modeling surfaces as iso-values of a densely sampled scalar function over the domain U .

Surface movements are encoded as changes in the greyscale values of the voxels. Using level-set models, we

can compute goal-driven deformations on surfaces without any explicit surface representation.

5.1 Theory

The strategy of level-set models represents a set of surface points S as an iso-surface of �, which we will call

the embedding.

S = fxj�(x) = kg; (12)
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A

B

Figure 3: A 2-D morphing example showing scaled surface normals.

where the value of k is arbitrary and will fall out in subsequent calculations.3 We can also represent a family

of surfaces and a corresponding family of embeddings:

St = fxj�(x; t) = kg: (13)

Consider a point s(t) on the surface that moves through space as a function of t. Because s(t) remains the

kth level-surface of � over time, the total derivative of � with respect to time must be zero. Thus,

@�(s(t); t)

@t
+r�(s(t); t) �

ds(t)

dt
= 0; (14)

which establishes the connection between the way points on St move and the way the greyscale values (at

positions on the surface) of the embedding change. We can rewrite Equation 14 as follows:

@�

@t
= �r� �

ds(t)

dt
= jr�j

ds(t)

dt
�N(s); (15)

using the fact that r� = jr�jN.

3For the remainder of this paper we use the convention that k = 0 is the level set of interest.
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Figure 4: Initial con�guration for a morphing sequence.

We can now \plug" into Equation 15 any surface motion we wish to compute. Thus, inserting ds(t)=dt from

Equation 6, which describes the motion of the surface model as it becomes more like the target, yields

@� (s)

@t
= jr�jB (s(t)) ; (16)

where we have used the fact that surface normal is unit length, i.e. N �N = 1. Notice, we have not chosen a

particular k, and therefore this analysis applies to every level set of �. Thus we are describing the deformation

of an embedded family of surface models each of which evolves according to the same equation:

@�(x)

@t
= jr�(x)jB(x): (17)

The particular level set of interest is the one that we choose, by construction of the initial conditions, such

that �(x; 0) = k 8 x 2 SA.

The deformation process, de�ned by Equations 6 and 17, is further detailed in Figure 3 with a two-dimensional

example. Given the inputs 
A and 
B , surface St will begin on the surface of SA. Each point on the surface

will move in the direction of the normal at that point with a velocity proportional to the signed distance

at that point in 3-space from SB . Those parts of St that are outside of 
B will contract, because DB is

negative in those regions. The parts of St inside of 
B will move in the direction of the surface normal, and
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Figure 5: A 3-D level-set morphing example.

Figure 6: Interpolation of two distance volumes.
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will expand. Segments of the surface further away from SB will move faster towards SB than the segments

closer to the surface. As segments of St reach the surface of 
B they will no longer move because DB goes

to zero in these regions.

A three-dimensional morphing example is presented in Figures 4 and 5. Figure 4 presents the initial con�g-

uration for the morphing sequence. A small sphere will morph into the larger \C" shape. The two objects

are �rst rendered as translucent objects to give some indication of their initial overlap. The ball is mostly

contained inside the \C" shape, with the light blue regions of the sphere protruding outside the red \C". The

morphing sequence in Figure 5 demonstrates that the regions outside of the \C" contract slightly to �t to

the surface of the \C". The surface regions of the sphere inside of the \C" expand to �ll the remainder of the

object. This also demonstrates that having a surface expand in the direction of its local normal will allow

it to deform to �t concave objects, a fact also shown by Miller et al. [29]. Figure 6 contrasts our method of

blending with the method used in several other volume-based morphing techniques. Here, the voxel values

of the two initial distance volumes are simply interpolated. It can be seen that voxel interpolation produces

undesirable artifacts, namely pieces of the \C" shape \pop out of thin air." This is a typical problem when

using voxel interpolation to blend volumetric objects. In order to overcome this problem in this example, the

sphere would have to be geometrically warped into approximately the same shape as the \C". Our method

requires no warping. The user speci�es the initial overlap of the two objects and the level-set deformation

completes the morph.

The complete deformation strategy is as follows. First, initialize a volume so that the kth level set is,

approximately, aligned with SB . For all of our work we will use the zero-set as the level-set model. This

initialization can be done by using the discrete distance transform of SB , which we compute from CSG

models using the method of Breen et al. [7, 8]. We use this initialization to solve the initial value problem

given by Equation 17, using the distance transform of the target as the B . We solve this equation using

�nite forward di�erences, as described in the next section. When the model is su�ciently close to the target

(a threshold on the RMS distance to the target), the process stops and the metamorphosis is complete.
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5.2 Implementation

5.2.1 Numerical Issues

The solutions to the partial di�erential equations described in Section 5.1 are computed using �nite di�erences

on a discrete grid4 The use of a grid and discrete time steps raises a number of numerical and computational

issues that are important to the implementation.

The �rst issue is the discrete approximation of the derivatives in Equation 17. Let un be a discrete approxi-

mation to �(x; t) at the nth discrete time step. The equation can be solved using �nite forward di�erences if

one uses the up-wind scheme, proposed by Osher and Sethian [30], to compute the spatial derivatives. The

update equation is

un+1i;j;k = uni;j;k +�t�uni;j;k; (18)

where �t is a constant that is chosen to ensure stability, and �uni;j;k is the discrete approximation to

@�=@t. We assume, without a loss in generality, that the grid spacing is unity. The initial conditions u0 are

established by the algorithm and the boundary conditions are such that the derivatives toward the outside

of the grid are zero (Neumann type).

The up-wind scheme relies on one-side derivatives:

�+x u
n
i;j;k = uni+1;j;k � uni;j;k; (19)

��x u
n
i;j;k = uni;j;k � uni�1;j;k; (20)

�+y u
n
i;j;k = uni;j+1;k � uni;j;k; (21)

��y u
n
i;j;k = uni;j;k � uni;j�1;k; (22)

and so forth. The partials in Equation 17 are computed using only those derivatives that are up-wind relative

to the movement of the level set. Thus, the update becomes

�ui;j;k = B (i; j; k) � (23)8><
>:
�P

w2x;y;zmin(�
+
wu

n
i;j;k; 0)

2 +
P

w2x;y;zmax(�
�
wu

n
i;j;k; 0)

2

� 1

2

for B(i; j; k) � 0�P
w2x;y;zmax(�

+
wu

n
i;j;k; 0)

2 +
P

w2x;y;zmin(�
�
wu

n
i;j;k; 0)

2

� 1

2

for B(i; j; k) < 0:

4The level-set software used to produce the morphing results in this paper is available for public use.
Contact Ross Whitaker at whitaker@cs.utah.edu for more information.
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The time steps, �t, are limited by the speed of the fastest moving wavefront, which can move only one grid

unit per iteration, i.e.,

�t �
1

3maxi;j;k jB(i; j; k)j
: (24)

In practice, for the purposes of computer animation, one might further limit the time steps to obtain sequences

with a su�cient number of in-between frames.

Thus, the level-set method for computing the 3D shape metamorphosis is as follows:

1. Initialize model volume u0 by sampling the inside-outside function of the source.

2. Construct the volume v, by sampling the inside-outside function of the target.

3. vmax = 0

4. For each voxel (i; j; k):

(a) Find vi;j;k .

(b) vmax =MAX(jvi;j;kj; vmax)

(c) Calculate derivatives and the total change at (i; j; k) using nearest neighbors according to the

up-wind scheme given in Equation 23.

(d) Save �uni;j;k in a separate volume.

5. Compute �t according to Equation 24.

6. For each voxel (i; j; k):

(a) Update un+1i;j;k according to Equation 18

(b) Compute the stopping criterion, either RMS change or RMS distance to target.

(c) If stopping criterion is met, �nish, otherwise go to step 4

5.2.2 Sparse-Field Solutions

The up-wind solutions to the equations described in the previous section produces the motion of level-set

models over the entire range of the embedding, i.e., for all values of k in Equation 13. However, this method
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Figure 7: A level curve of a 2-D scalar �eld passes through a �nite set of grid points. Only those grid points
and their nearest neighbors are relevant to the evolution of that curve.

requires updating every voxel in the volume for each iteration., which means that the computation time

increases as a function of the volume, rather than the surface area, of the model. Because the application of

this paper, surface metamorphosis, requires only a single model, the calculation of solutions over the entire

range of iso-values is an unnecessary computational burden.

The literature has shown this situation can be improved by the use of narrow-band methods, which compute

solutions only in a narrow band of voxels that surround the level set of interest [1, 28]. In previous work

[40, 42] we described an alternative numerical algorithm, called the sparse-�eld method, that computes the

geometry of only a small subset of points in the range and requires a fraction of the computation time

required by previous algorithms. We have shown two advantages to this method. The �rst is a signi�cant

improvement in computation times. The second is increased accuracy when �tting models to forcing functions

that are de�ned to sub-voxel accuracy.

The sparse-�eld algorithm takes advantage of the fact that a k-level surface, S, of a discrete image u (of any

dimension) has a set of cells through which it passes, as shown in Figure 7. The set of grid points adjacent
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to the level set is called the active set, and the individual elements of this set are called active points. As a

�rst-order approximation, the distance of the level set from the center of any active point is proportional to

the value of u divided by the gradient magnitude at that point. We compute the evolution given by Equation

17 on the active set and then update the neighborhood around the active set using a fast approximation

to the distance transform, which simply adds the \city-block" distance to values of the active set. Because

active points must be adjacent to the level-set model, their positions lie within a �xed distance to the model.

Therefore the values of u for elements in the active set must lie within a certain range of greyscale values.

When active-point values move out of this active range they are no longer adjacent to the model. They must

be removed from the set and other grid points, those whose values are moving into the active range, must

be added to take their place. The precise ordering and execution of these operations is important to the

operation of the algorithm.

The values of the points in the active set can be updated using the up-wind scheme described in the previous

section. In order to maintain stability, one must update the neighborhoods of active grid points in a way

that allows grid points to enter and leave the active set without those changes in status a�ecting their values.

Grid points should be removed from the active set when they are no longer the nearest grid point to the

zero crossing. If we assume that the embedding u is a discrete approximation to the distance transform of

the model, then the distance of a particular grid point, (i; j; k), to the level set is given by the value of u at

that grid point. If the distance between grid points is de�ned to be unity, then we should remove a point

from the active set when the value of u at that point no longer lies in the interval [� 1

2
; 1
2
]. If the neighbors of

that point maintain their distance of 1, then those neighbors will move into the active range just as (i; j; k)

is ready to be removed.

There are two operations that are signi�cant to the evolution of the active set. First, the values of u at

active points change from one iteration to the next. Second, as the values of active points pass out of the

active range they are removed from the active set and other neighboring grid points are added to the active

set to take their place. Formal de�nitions of active sets and the operations that a�ect them are detailed in

[42], and it is shown that active sets will always form a boundary between positive and negative regions in

the image, even as control of the level set passes from one set of active points to another.

Because grid points that are near the active set are kept at a �xed value di�erence from the active points,
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Figure 8: The status of grid points and their values at two di�erent points in time show that as the zero
crossing moves, activity is passed one grid point to another.
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active points serve to control the behavior of adjacent nonactive grid points. The neighborhoods of the active

set are de�ned in layers, L+1; : : : ; L`; : : : ; L+N and L�1; : : : ; L�`; : : : ; L�N , where the ` indicates the distance

(city block distance) from the nearest active grid point, and negative numbers are used for the outside layers.

For notational convenience the active set is denoted L0. The number of layers should coincide with the size

of the footprint or neighborhood used to calculate derivatives. In this way, the inside and outside grid points

undergo no changes in their values that a�ect or distort the evolution of the zero set. The work in this paper

uses only �rst-order derivatives of �, which are calculated using nearest neighbors (6 connected). Therefore

only 3 layers are necessary (1 inside layer, 1 outside layer, and the active set). These layers are denoted L1,

L�1, and L0. The active set has grid point values in the range [� 1

2
; 1
2
]. The values of the grid points in each

neighborhood layer are kept 1 unit from the next layer closest to the active set as shown in Figure 8. Thus

the values of layer L` fall in the interval [`� 1

2
; `+ 1

2
]. For 2N + 1 layers, the values of the grid points that

are totally inside and outside are N + 1

2
and �N � 1

2
, respectively.

This algorithm can be implemented e�ciently using linked-list data structures combined with arrays to store

the values of the grid points and their states as shown in Figure 9. This requires only those grid points

whose values are changing, the active points and their neighbors, to be visited at each time step. The

computation time grows as m2, where m is the number of grid points along one dimension of U (sometimes

called the resolution of the discrete sampling). The m2 growth in computation time for the sparse-�eld

models is consistent with conventional (parameterized) models, for which computation times increase with

surface area rather than volume.

Another advantage of the sparse-�eld approach is resolution. Equation 17 describes a process whereby all

of the level sets of � are pushed toward the zero-set of B . The result is a shock, a discontinuity in �. In

discrete volumes these shocks take the form of high-contrast areas, which cause aliasing in the resulting

models. This results in surface models that are unacceptable for many computer graphics applications, and

which do not resemble the target in the �nal stages of the morph (violating criteria 3 in Section 1).

When using the sparse-�eld method, the active points serve as a set of control points on the level set.

Changing the values of these voxels changes the position of the level set. The forcing function is sampled not

at the grid point, but at the location of the nearest level set, which generally lies between grid points. Using

a �rst-order approximation to � produces results that avoid the aliasing problem associated with the shocks
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that typically occur with level-set models. Previous work has shown signi�cant increases in the accuracy of

�tting level-set models using the �rst-order modi�cation to the sparse-�eld method [42], which is essential

to the shape metamorphosis application in this paper.

With the �rst-order modi�cation, the procedure for updating the image and the active set based on surface

movements is as follows:

1. For each active grid point (i; j; k):

(a) Use �rst-order derivatives and Newton's method to calculate the position (i0; j0; k0) of the nearest

zero-crossing to (i; j; k).

(b) Calculate the B(i
0; j0; k0) using trilinear interpolation, if necessary.

(c) Compute the net change of uni;j;k, based on B(i
0; j0; k0) and the values of its derivatives using the

up-wind scheme (Equation 23).

2. For each active grid point (i; j; k) add the change to the grid point value and determine if the new

value un+1i;j;k falls outside the [�
1

2
; 1
2
] interval. If so, put (i; j; k) on lists of grid points that are changing

status, called the status list; S1 or S�1, for u
n+1
i;j;k >

1

2
or un+1i;j;k < � 1

2
, respectively.

3. Visit the grid points in the 2N layers L` in the order ` = �1; : : :�N , and update the grid point values

based on the values (by adding or subtracting one unit) of the next inner layer, L`�1. If more than

one L`�1 neighbor exists then use the neighbor that indicates a level set closest to that grid point, i.e.,

use the maximum for the outside layers and minimum for the inside layers. If a grid point in layer L`

has no L`�1 neighbors, then it is demoted to L`�1, the next level away from the active set.

4. For each status list S�1; S�2; : : : ; S�N :

(a) For each element (i; j; k) on the status list S`, remove (i; j; k) from the list L`�1, and add it to

the L` list, or, in the case of ` = �(N + 1), remove it from all lists.

(b) Add all L`�1 neighbors to the S`�1 list.

More details on sparse-�eld method and its properties can be found in [40, 42].
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6 Summary of the Level-Set Metamorphosis Approach

This section describes the complete approach, based on level-set models, to 3-D shape metamorphosis which

meets the criteria listed in the introduction. The speci�c steps of our level-set morphing approach are 1)

3-D scan conversion of source and target objects, 2) application of coordinate transformations, 3) level-set

deformation, and 4) polygonization and rendering.

3-D Scan Conversion. The essential input to the deformation stage of our morphing approach is two 3-D

models represented as distance volumes. A distance volume (or distance transform) is a volume dataset where

the value stored at each voxel is the shortest distance to the surface of the object being represented by the

volume. In our examples, distance volumes are generated by scan converting CSG models, but any technique

that converts a solid model into a distance volume may be used. Several methods have been developed for

converting polygonal, swept and volumetric models into distance volumes[11, 16, 20, 32, 35, 37].

We have developed a 3-D scan conversion technique that produces a distance volume from a CSG model

consisting of superellipsoids [3] and calculates distance to subvoxel accuracy [7, 8]. The distance volume is

generated in a two step process. The �rst step calculates the shortest distance to the CSG model at a set

of points within a narrow band around the evaluated surface. Additionally, a second set of points, labeled

the zero set, which lies on the CSG model's surface is computed. A point in the zero set is associated with

each point in the narrow band. Once the narrow band and zero set are calculated a fast marching method

[36, 38] is employed to propagate the shortest distance and closest point information out to the remaining

voxels in the volume.

Controlling the Morph with Coordinate Transformations. In order for our active level-set model

to deform from one surface into another the source and target objects must overlap. The objects may be

automatically or interactively positioned, as well as, interactively warped in order to produce a particular

model alignment. The user may choose any of these methods depending upon the level of control and �nal

output desired. The source object will shrink in those areas where it is outside the target object, and will

expand in those areas inside the target model. Thus, the user controls the morph by de�ning the regions of

overlap between the source and the target. This is accomplished by applying a coordinate transformation
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which maps the voxel locations of the source object into new locations in the target object's distance volume.

The transformation is given by

x0 = T (x; �); (25)

where 0 � � � 1 parameterizes a continuous family of transformations that begins with identity, i.e.

x = T (x; 0), and smoothly becomes the user-de�ned transformation at T (x; 1). The parameterization is

utilized during the polygonization stage and is explained further on in this section.

For this work, we have developed a software tool that allows a user to interactively position, rotate and

scale the source and target objects in order to produce the transformation T . The coordinate systems of the

two objects are aligned, and the user is able to manipulate the objects until they are properly overlapped.

We have also developed a technique for automatically positioning, orienting and scaling objects, using 3-D

moments, in order to achieve a signi�cant correspondence between two objects without any user input. This

method is detailed in the Appendix.

A generalized warping, as de�ned in [11, 26], may also be employed to provide even more detailed control

of the process. Here, the user speci�es the numerous geometric features which correspond in the source

and target objects. The morph may be predominantly controlled by the geometric warp which has been

interactively de�ned by the user and which has a number of degrees of freedom that are proportional to the

number of �ducials. In this case the level-set model would simply �ne-tune the surface model as the source

object is incrementally transformed by the warping algorithm into the target object. Because the goal of

our work is to demonstrate a more powerful blending mechanism that performs well without extensive user

input, we do not utilize such generalized warpings for the morphing results presented in this paper.

Level-Set Deformation. Once the overlap of the source and target objects has been de�ned and any

generalized warping has been applied to the source, the level-set deformation process, as described in Sections

3, 4 and 5, is initiated. The process produces a sequence of volume datasets that represent the morphing

object. The user de�nes how often the level-set volume is written to disk during the deformation process.

Polygonization and Rendering. In order to view the morph, we extract a polygonal iso-surface (with

the Marching Cubes algorithm [27]) from each volume produced by the level-set deformation process. The
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polygons are rendered to produce a series of images, which are then combined to produce an animation. Once

the level-set models have been converted into polygons, any number of conventional rendering and animation

techniques may be used to shade and view the morphing object. We have developed a color shading method,

based on scan-converted closest-point and color information, in order to de�ne the colors on the resulting

unparameterized polygonal models. Using this method, the color at any point in space is de�ned as the color

at the closest point on the associated CSG model. We interpolate the color values computed from the source

and target models to produce the surface colors for the intermediate shapes. The color shading method is

beyond the scope of this paper and is described in [6, 8].

If a shape-changing transformation T (x; �) (e.g., a scaling, or a generalized warp) has been utilized during

the deformation process, the transformation must be interpolated and incrementally applied to the resulting

polygonal models generated at each time step. Applying such a transformation implies that the morph

is a combination of the user-de�ned transformation and the level-set deformation. The total time of the

morph is scaled down to a range of [0; 1], which matches the parameterization of T (x; �). For example, a

particular morph may produce N time steps, and therefore N individual volume datasets. Before rendering

the polygonal model produced from step n, the polygons should be transformed by T (x; n=(N � 1)) before

being rendered. The number (N � 1) results from starting the count at zero. At the �nal frame, the

transformation is T (x; 1) = T , the same transformation that is used to generate B . Thus, the level-set

deformation ensures that the source evolves into the target, to within a coordinate transformation, T , which

is accounted for by transforming all of the points in the polygonal model.

7 Results

Figure 12 presents a morphing sequence of a dart becoming an X-29 jet. The X-29 and dart models were

constructed and scan converted into distance volumes of resolution 96�192�240 with The Clockworks [15],

a CSG modeling system. Lerios et al. [26] demonstrate a similar transition with a jet and a dart, which

required the speci�cation of 37 di�erent user-de�ned correspondence elements on both models, roughly

200 user-de�ned parameters. Our morph required only a few minutes of user time to interactively overlay

the source and target models. The jet and dart have been rendered semi-transparently in their initial

con�gurations and presented in Figure 10 in order to demonstrate how they were overlaid before initiating
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Figure 10: Initial model con�guration for morph in Figures 12 and 13.

Figure 11: Initial model con�guration for morph in Figure 14.
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Figure 12: A dart morphing into an X-29 jet.
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Figure 13: A dart morphing into an X-29 jet with interpolating surface colors.
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Figure 14: A dart morphing into an X-29 jet using di�erent initial conditions.
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Figure 15: The morph from Figure 14 without applying the incremental transformation.
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Figure 16: Initial model con�guration for morph in Figure 17.

the deformation process. The jet was rendered in light transparent red, and the dart was rendered in light

transparent blue. The areas of dark red or dark blue indicate regions where the models overlap. Figure

13 presents the morphing sequence of Figure 12 with interpolating surface colors generated with our color-

shading algorithm [6, 8].

Figure 14 uses the same input models with slightly di�erent initial conditions to produce a di�erent morph

of the dart turning into the X-29. In this morph the animator wanted the back �ns of the dart to morph into

the wings of the jet. This was achieved with only a few minutes of user input, the time needed to specify

a scale and translation applied to the dart. The level-set deformation stage for this (and the previous)

morphing sequence required approximately 9 CPU-minutes on an SGI R10000 Onyx2. Figure 11 presents

the initial conditions of the jet and dart model for the second morph. The dart has been scaled by .75 and

translated by [11:9; 24:0;�7:2] so that its �ns will overlap with the wings of the jet. Before rendering each

frame of the morphing sequence, each vertex (P) of the polygonal model produced by the Marching Cubes

algorithm is transformed by

P0 = (1:0� ((n=(N � 1))(1:0� 0:75)))P+ (n=(N � 1))[11:9; 24:0;�7:2]; (26)

where n is the frame number and N is the total number of frames. An additional global rotation has

been applied to the models in Figures 12, 13, 14 and 17 to highlight the three-dimensional structure of the
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Figure 17: A mug morphing into a chain. This demonstrates that level set models easily cope with changes
in topology.
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morphing model. Applying the transformation in Equation 26 ensures that the size and location of the

morphing model remains approximately constant while it is changing shape. Figure 15 presents the morph

from Figure 14 without applying the transformation. It can be seen that without the transformation the

morphing model changes shape and size, with the tail end of the dart growing into the rear section of the

X-29. As seen in Figure 10 the dart and X-29 initially are approximately the same size.

Figure 16 presents the initial con�guration of a mug-to-chain morph. The mug and chain were originally

de�ned with CSG models and then scan converted into distance volumes of resolution 120�148�184. Figure

17 presents the morphing result. The level-set deformation stage of this sequence required approximately 20

CPU-minutes on an SGI R10000 Onyx2. This sequence demonstrates that the level-sets approach easily copes

with changes of topology during morphing. The results from all three morphing sequences also highlight the

advantage of calculating to sub-voxel accuracy. The volume resolutions are somewhat low, but the deforming

surfaces extracted from them are mostly free of aliasing artifacts.

8 Conclusions and Future Work

This paper has presented a volume-based method for achieving 3-D shape metamorphosis. The method

relies on a novel approach to the blending stage of the morphing process. This stage is formulated as

the optimization, via a hill-climbing strategy, of a similarity measure between the deforming surface and

the target, utilizing level-set models for the incremental shape changes. These models take advantage of

a volume-based representation to calculate surface deformations to sub-voxel accuracy. The movements of

these deformable models are driven by the signed distance transform of the target, which is also computed

to sub-voxel accuracy. The result is a 3-D morphing technique which demonstrates outstanding �delity, level

of detail, exibility, and degree of automation, comparing favorably with other methods in the literature.

As with all volumetric morphing methods, our method has its limitations. The basic volumetric represen-

tation of the objects can produce aliasing artifacts on objects that have regions of high curvature. Since a

distance volume is a sampled representation, the accuracy of individual object features is restricted by the

sampling resolution of volume. Additionally, our method is only useful for solid, (i.e. closed) objects. Our

method cannot be used to morph open shell-like surfaces.
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Even given our current results, more work remains. We will continue to work on our volume-based technique

for including texture maps or surface coloring in the 3-D morph. We have also developed methods for

creating distance transforms from 3-D polygonal meshes and MR/CAT-generated volume datasets. We will

use these capabilities to generate morphing sequences between di�erent types of models. Future work will

also focus on better computational schemes, including parallel processing, in order to achieve 3-D morphs at

interactive rates.
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Appendix Automatic Object Alignment

The user may allow the system to automatically calculate the transformation needed to align the source and

target objects. While this won't guarantee that the objects will overlap and produce a reasonable morph,

it does provide a way for a user to easily create an initial con�guration for the morphing sequence. The

alignment is accomplished by calculating two a�ne transformations (consisting of rotation, translation and

scaling) from gross geometric measures, which map a point in the global coordinate system of each of the

objects into each of their intrinsic coordinate systems. We use the moments of the objects, calculated on

point samples, to construct the transformation for each object. The centroid and principal axes of the objects

de�ne local coordinate systems for those objects, which we assume are aligned with each other.

The centroid, �p, of an object is the average position of its internal points. The object is sampled on a regular

grid within its bounding box. Each grid point is tested to determine if it is inside or outside the object. If

V is the set of coordinates of internal points and n is the number of points in that set, then

�p =
1

n

X
p2V

p: (27)

The principal axes of the objects are the eigenvectors of the covariance matrix associated with each object.

The covariance matrix is de�ned as

C =

0
BBBB@

cxx cxy cxz

cyx cyy cyz

czx czy czz

1
CCCCA ; (28)

where

cij =
1

n

X
pi;pj2V

(pi � �pi) � (pj � �pj); (29)

and i; j 2 fx; y; zg. The eigenvectors (e1; e2; e3), which are orthogonal, and eigenvalues (�1; �2; �3), which
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are positive and real, of the covariance matrix C are calculated with a QL algorithm utilizing implicit shifts

[33].

The eigenvalues provide some information about the relative size of the objects along each local axis. The

square root of the eigenvalues gives a rough measure of the object's dimensions (exact dimensions if the object

is an ellipsoid). The normalized eigenvectors from the two objects are ordered and matched up according to

the value of their corresponding eigenvalues. We assume that the principal axis with the greatest eigenvalue

is the Z-axis, the second greatest is the Y-axis, and the principal axis with the smallest eigenvalue is the

X-axis. The ordered eigenvectors may be \lined up" to construct a rotation matrix which maps a vector in

the global coordinate system of the object into the local coordinate system de�ned by the object's principal

axes. Assuming that the eigenvalues �1; �2; �3 are ordered in increasing magnitude, the associated rotation

matrix is de�ned as

R =

0
BBBB@ e1

T e2
T e3

T

1
CCCCA : (30)

The inverse rotation, which maps a vector in an object's local intrinsic coordinate system back into the

global coordinate system is simply the transpose of Equation 30,

R�1 =

0
BBBB@

e1

e2

e3

1
CCCCA : (31)

The scaling matrix S is used to scale the source object 
A into the approximate size of the target object


B . It is de�ned as 0
BBBB@

Sx 0 0

0 Sy 0

0 0 Sz

1
CCCCA ; (32)

where

Sx =
p
�B1 =�

A
1 ;

Sy =
p
�B2 =�

A
2 ;

Sz =
p
�B3 =�

A
3 :

(33)

�A1 , �
A
2 , �

A
3 , �

B
1 , �

B
2 , �

B
3 are the eigenvalues associated with the eigenvectors e1, e2, e3 of object 
A and

40



object 
B .

A point p in the global coordinate system of object 
A may be mapped into the local intrinsic coordinate

system of object 
B (p0) imbedded in B's global coordinate system by �rst subtracting the centroid of A,

�pA, then applying the rotation matrix RA. This places point p into the intrinsic local coordinate system

of A, which is assumed to be aligned with B's. The scaling matrix S is then applied so that the general

dimensions of object 
A are approximately the same as object 
B 's. The rotation matrix RB
�1

is applied,

and the point is shifted by �pB , the centroid of B, which maps the point into the global coordinate system of

B. The transformation steps may be summarized as

p0 = (p� �pA)RAS(RB)�1 + �pB : (34)
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